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Abstract—With continuous advancements in robotics, both in
hardware and in software, the feasibility to deploy robotic as-
sistants as co-workers for astronauts in real mission scenarios
is coming in sight. In the context of the Surface Avatar In-
ternational Space Station (ISS) telerobotic technology demon-
stration mission, we study the requirements in terms of user
interface (UI), robotic capabilities, and communication to en-
able efficient usage of robots as astronaut’s co-workers. Dur-
ing the experiments, astronauts onboard the ISS command a
team of heterogeneous robots at the German Aerospace Center
(DLR) in Oberpfaffenhofen, Germany, to perform experimental
tasks in a Mars analog environment. In order to complete
the tasks successfully, the astronauts have to select between
different robot command modalities, namely teleoperation and
supervised autonomy. While previous publications have mostly
focused on the UI, the interfaces between robots and the UI,
and the overall mission concept, this work sheds light on the
robotic back-end and provides a description of our reference
implementation. Utilizing the humanoid robot Rollin’ Justin
as our prime use case, we describe the modules that enable the
robotic capabilities that are offered to the astronauts as well as
their implementations. As a core aspect of Surface Avatar is the
ability to select from different command modes, i.e. supervised
autonomy and direct teleoperation, we put special focus on
the high-level modules that enable supervised autonomy, such
as knowledge representation, belief state representation, and
reasoning, as well as the teleoperation interfaces. The paper
also describes the integration of the aforementioned modules
into the overall system. In this work we share the decisions
and iteration processes that lead up to our current design, the
motivation behind the decisions, the limitations they imply on
the system, and the lessons learned during the process. This
work particular examines these modules in the context of the
Surface Avatar experiment session and describes, in particular,
the improvements that have been achieved in comparison to
previous versions. While the system continues to evolve to
support new features for upcoming experiment sessions, our
description covers the state of the robot during the first ISS
experiment sessions and the two following prime sessions of
Surface Avatar.
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1. INTRODUCTION
Driven by recent developments in robotics, particularly with
humanoid robots’ vast potential in mobility and dexterous
object handling, coupled with human curiosity and interest
in space, the deployment of robotic assistants as co-workers
for astronauts is on the horizon. As robots can be designed
to operate in hazardous environments, accomplish tasks in-
feasible for humans, and operate without breaks, they are
perfect companions for astronauts, supporting them in dirty,
dull, and dangerous jobs. As almost any task in space can
be considered dangerous, there is great potential for robots in
space.

Extensive previous work including METERON SUPVIS
Justin [1] and Analog-1 [2], have shown a multitude of
possibilities to command a robot as co-worker and as im-
mersive physical avatars on-site. We also ponder a future
of commanding teams of robots with different command
modalities and command abstractions [1]. It is with this
inspiration that we commenced the Surface Avatar Interna-
tional Space Station (ISS) telerobotic technology demonstra-
tion mission [3]. Surface Avatar, led by German Aerospace
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Center (DLR) with partner European Space Agency (ESA),
studies the factors that enable astronauts to make efficient
use of robotic teams through different styles of command,
ranging from direct teleoperation to Supervised Autonomy
as co-workers. In this context we put special focus on the
design of an intuitive user interface (UI), understanding the
requirements of communication between astronaut and robot,
and the robot capabilities that enable efficient interaction.

While in the METERON experiments astronauts on the ISS
commanded one robot at a time, Surface Avatar extends this
approach to commanding a heterogeneous team of robots
located at DLR in Oberpfaffenhofen, Germany. So far, three
sessions have been carried out with a team of up to four
different robots with different form factors and functionali-
ties. The tasks that the astronauts were requested to solve,
ranged from maintenance tasks such as checking on assets
and interacting with them to solve malfunctions, to scientific
tasks like distributing seismometers in the environment or
selecting, picking, and analyzing rock samples.

To solve these tasks, the astronauts are supported by a user
interface on board the ISS consisting of a graphical user
interface (GUI), a joystick, and a Force Dimension sigma.71

haptic input device. They can issue task-level commands
to the robots via the GUI, which the robots execute au-
tonomously, or control the robots more directly, or immer-
sively via an open-loop joystick or the sigma.7 with multi-
Degree-of-Freedom (DoF) force-reflection.

While the UI for Surface Avatar has previously been de-
scribed in multiple publications [4], [5] this work sheds light
on the system architecture of DLR’s humanoid robot Rollin’
Justin [6] that enables the integration of complex robot into
the Surface Avatar operations. Core aspects we must realize
include the ability to enable the communication layer, as
well as the interfaces for switching between and linking
the different teleoperation modalities with the joystick and
sigma.7 devices.
The contribution of this paper is to give an overview of the
software system on Rollin’ Justin that was used throughout
six ISS-to-ground teleoperation experiments in the Surface
Avatar Mission.

In the following we link to related work in section 2, followed
by a description of Surface Avatar, including the requirements
and constraints it implies on the robot in section 3. Next,
we describe the Rollin’ Justin system in section 4 before
addressing the reasoning framework that enables efficient re-
mote operation in section 5. Finally we discuss the limitations
and the lessons learned of the architecture in section 6 before
concluding the paper in section 7.

2. RELATED WORK
Aside from the current Surface Avatar mission, there have
been previous studies on space-to-ground or ground-to-space
teleoperation of robots. ESA’s Haptics and Interact ex-
periments demonstrated the feasibility to command, from
the ISS, with force-reflection with a single-rotational DoF
joystick [7], [8], [9]. Haptics-1 primarily collected data
about psycho-motor performance in operating the 1 DoF
force-reflection joystick in microgravity. During Haptics-2,
a haptic joystick on ground was coupled with the joystick
on orbit, allowing for a teleoperated handshake between orbit

1https://www.forcedimension.com/products/sigma, last
accessed Oct. 4th 2024

and ground.

Telerobotics has played an important role in space, with the
Canadarms both being used in the construction and servicing
of the ISS for more than 20 years [10], [11]. To advance
human-robot collaboration, numerous studies have been car-
ried out to develop the technology necessary for orbit-surface
robot command. The vision is to enable a future with holistic,
Scalable Autonomy based command of robots in cislunar
space and beyond [12]. In ROKVISS and KONTUR-1 [13]
a 2 DoF robot mounted on the ISS was teleoperated from
ground. In the follow-up experiment KONTUR-2 [14], [15],
a 2 DoF force feedback joystick was upmassed and installed
on-board the ISS to teleoperate a 2 DoF robot on ground as
well as the humanoid SpaceJustin in a series of experiments.
They used a direct point-to-point communication via S-Band,
leading to low latency but putting an upper limit on the
experiment time at 8-10 minutes. The system architecture
of the KONTUR-2 mission is described in [16].

As discussed in section 1, different command abstraction lev-
els have been demonstrated in ISS-to-Earth experiments. Us-
ing Supervised Autonomy, astronauts were able to command
and manage a robot as an in-situ co-worker at the task level
in METERON SUPVIS Justin to perform various inspection,
maintenance, and assembly tasks [17], [18]. As the operator
on the ISS and the robot on ground were connected via the
Tracking and Data Relay Satellite System (TDRSS), there
were virtually no limits on the experiment duration at the
cost of a communication delay between operator and robot
of ≈ 800ms. On the other hand, the possibility to intervene
by taking over the robot directly in unknown situations and
environments remains necessary, especially in exploration
missions. The Analog-1 mission combines task-level com-
mands and teleoperation. They demonstrated the possibility
to stably command a robot dexterously with high-DoF input
and force reflection, under high time-delay conditions [19].

Furthermore the US National Aeronautics and Space Ad-
ministration (NASA) successfully landed the rovers So-
journer [20], Spirit [21], Opportunity [22], Curiosity [23],
and Perseverance [24] on Mars. Furthermore, the team
of Perseverance and the Ingenuity robotic helicopter [25]
marked the first time of robot collaboration on the Martian
surface. Due to the long round trip time between Earth
and Mars, the mode of teleoperating these rovers differs
fundamentally from our approaches, which deal with time
delays in the range of below a second instead of minutes
to hours. The systems engineering process of Curiosity is
described in [26], systems engineering the parameters of
Perseverance is described in [27].

NASA also deployed the Astrobee [28] on the ISS, an intra-
vehicular free-flying system that can be commanded from
ground through a GUI.

3. THE SURFACE AVATAR MISSION
The Surface Avatar mission [3] investigates how to efficiently
command a team of robots located on earth from aboard
the ISS. The insights gained during this project will support
developments for future missions where robots on the surface
of extraterrestrial celestial bodies are remotely commanded
by the crew of a nearby spacecraft.

Teleoperation from orbit faces multiple challenges, one of
them being the time delay introduced by the communication
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Figure 1. The robots in the Surface Avatar experimental
Area, namely (1) Bert, (2) Interact, (3) Rollin’ Justin and (4)

TINA arm mounted to a lander.

infrastructure. In our setup, the operator and the robot
exchange their data through the Multi Purpose Computer
and Communication (MPCC) link [29], which connects the
ISS to ground over the TDRSS. While this allows near-
continuous coverage, it also introduces a round trip time delay
of ∼800ms. An additional challenge is the limited bandwidth
that is available for communication between operator and
robot. During our experiments, the bandwidth for both, up
and down-link, is 4 Mbit/s each.

One of the key features of Surface Avatar is that the astro-
naut commands a team of heterogeneous robots through a
consistent, robot-agnostic User Interface (UI). This not only
means that the user would not need a steep learning curve for
new robotic assets that are introduced to the team, but also
enhances the modularity to scale up the robotic team. Fig. 1
shows the heterogeneous robotic team, which consist of four
robots: Rollin’ Justin (3), Interact (2) [2], Bert (1) [30], and a
robotic TINA arm [31] mounted to a lander (4). Rollin’ Justin
is a humanoid robot with two four-fingered hands and is good
at dexterous manipulation tasks. The Interact rover consists
of an AMBOT platform with rubber wheels and two KUKA
light weight robot arms, one with a camera mounted at its
end-effector and one with a Robotiq gripper. It is well suited
for traversing long distances in rough terrains. Bert is a small
quadruped robot that is able to traverse narrow passages.
Finally, the lander mounted arm is used for sample stowage
handling or providing scientific instruments from within the
lander.

The Surface Avatar project consists of multiple experiment
sessions, with time between each session to integrate feed-
back and lessons learned from previous sessions. In addition
to this the size of the robot team grew between experiments.
While the first experiments in 2022 started with a single
robot (Rollin’ Justin), the experiments in 2023 and 2024 each
included three of the four robots.

The Robot Command Terminal (RCT) plays a central role
in the Surface Avatar environment. It allows the operator
to choose between two operation modalities, which are:
Teleoperation and task-level autonomy. Fig. 2 shows an
astronaut using the RCT during a Surface Avatar experiment
session. The RCT consists of a graphical user interface (GUI)
on a computer (1), a 3 DoF open-loop joystick (2), and 7-
DoF Force Dimension sigma.7 force-reflection input device
(sigma.7). The joystick and the sigma.7 are used to operate
the robot in teleoperation while the GUI is used to command
the robot via task-level autonomy.

The goal of the GUI is to give the astronaut insights into
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Figure 2. NASA astronaut Jeanette Epps on board the ISS
in front of the Surface Avatar Experiment setup. The setup
consists of (1) a computer running the Surface Avatar GUI,

(2) a joystick, and (3) a sigma.7 haptic input device.
image credit: ESA/NASA
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Figure 3. Screenshot of the GUI used during the Surface
Avatar experiments. The parts of the GUI are: (1) view of
the robot’s camera, (2) a map view, (3) a messenger panel,
(4) an avatar view of the robot, (5) the available task-level

commands, (6) teleoperation paneel, and (7) overlays
marking the believed position of objects known to the robot.

the robot’s belief state of the environment and allows them
to issue task-level commands to the robot. Fig. 3 shows a
screenshot of the GUI, which consists of six main elements:
The Main Camera View (1) shows the view of the robot’s
camera augmented with blue overlays (7) of objects known
to the robot. The overlays help to understand the robot’s
believe state. Upon selecting an object, the command view
(5) on the right hand side is populated with the actions
the robot can perform with the selected object. Two other
views that give insights into the robot’s believe state are the
Map View (2), which shows the robot’s believe state of the
world from a birds eye view and the Robot Avatar View
(4), which shows the robot’s current configuration in a 3D
viewer. The operators are always free to raise questions in a
conversation with ground control via the Messenger (3), and
receive experiment instructions.

If the operator decide to command the robot manually they
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Figure 4. Image of Rollin’ Justin showing (1) Azure Kinect
camera, (2) the stereo camera setup, (3) the touchscreen, (4)
DLR Hand-II, (5) realsense cameras in the base, and (6) the

wheels.

can select the a teleoperation mode in the Teleoperation Panel
(6) on the lower right. After selecting a teleoperation mode,
the operator is able to move the robot manually by using the
joystick or the sigma.7 device. While the joystick is used
to teleoperate the robot’s head or base, the sigma.7 is used
to teleoperate the robot’s arm. As the operator engages in
teleoperation of the robot’s arm, the robot’s manipulator fol-
lows the motions that the operator commands to the sigma.7.
The sigma.7 combines three translational and three rotational
DoFs, allowing the user to move the manipulator in all six
spatial directions. An additional 7th DoF in the form of a
gripper is used to open and close the robot’s manipulator.
During teleoperation of the robot arm, external forces that
get applied to the end-effector are rendered on the sigma.7
to increase situation awareness of the operator. The force
feedback teleoperation with a round trip time delay of about
800ms is implemented with Time Domain Passivity Control
(TDPC)[19].

4. SYSTEM DESCRIPTION
Rollin’ Justin [6] is a humanoid robot that consists of a
wheeled base [32] and a humanoid upper body [33] as shown
in Fig. 4. In the following we will describe various aspects
of the robot that are related to hardware and communication,
including the Hardware Abstraction Layer (HAL).

Hardware

Rollin’ Justins upper body consists of a torso and two arms,
that are built from the DLR Light Weight Robot’s (LWRs)
joints [34], a head, and two of DLR’s Hand II [35] hands (4 in
Fig. 4). This adds up to 54 joints in the upper body as shown
in Tab. 1 of which 43 are actuated and actively controlled in
our experiments. The joints that are not actuated contain the
fourth torso joint as it is an underactuated mirror joint, one
joint per finger that is coupled with another finger joint, and
one joint in each hand that is used to reconfigure the hand,
a feature that we do not make use of in the Surface Avatar
experiments.

The mobile base of the robot contains the battery and the

PCs that are used to control Rollin’ Justin. It also contains
four legs (6 in Fig. 4), that each possess a lockable damper
mechanism, a mechanism to extend the legs to increase
stability of the platform, and a wheel. The wheels can be
steered and driven individually which gives the robot base a
holonomic behavior.

To sense its interactions with the environment, Rollin’ Justin
has torque sensors in the three actuated torso joints, in all arm
joints, and in the 12 finger joints. It also possesses multiple
cameras to sense the environment, namely four Realsense
d435i in the base (5 in Fig. 4), an Azure Kinect in the head (1
in Fig. 4), and a stereo camera setup consisting of two Alvium
1800 C-3192 cameras in the head (2 in Fig. 4). Regarding
sensors, Rollin’ Justin also contains an Inertial Measurement
Unit (IMU) in the base. Furthermore, Rollin’ Justin has a
touch screen mounted on its torso (3 in Fig. 4) which allows
to display information to and receive input from users. For
communication with its surroundings, Rollin’ Justin is also
equipped with a speaker in its head.

Rollin’ Justin was designed to be a self-sufficient unit which
means that all compute necessary to operate the robot is
on the robot itself. Thus, Rollin’ Justin contains two real-
time PCs, one application PC, and three NVIDIA® Jetsons®.
Except for one NVIDIA Jetson which is mounted at the head
of Rollin’ Justin, all computing resources are located in the
base. The application PC runs on an Intel® Core™ i7-
7820EQ with 32GB RAM and a NVIDIA® GeForce® GT
1030. Real-time PC 1 runs on a Intel® Core™2 Quad CPU
Q9000 with 4GB RAM and real-time PC 2 runs on an Intel®
Pentium®4 with 1GB RAM.

Communication and HAL

The computer on Rollin’ Justin are connected via Ethernet
and Fig. 5 shows the resulting network architecture. As
the Jetsons stream high-bandwidth video data that is only
required by the application PC, they operate in a separated
sub-net in order not to block the main network that connects
the real-time PCs and the application PC. Additionally, a
WiFi bridge is used to connect to Rollin’ Justin from an out-
side terminal PC to observe telemetry and send commands.
It is also used to connect Rollin’ Justin to the experiment
network, which also includes the RCT on ISS. The two
resulting subnetworks are interconnected exclusively via the
application PC, which functions as a relay point, allowing for
the forwarding of information between the two networks.

For inter-process communication we use the DLR devel-
oped middleware Links and Nodes (LN) [36] which supports
asynchronous communication via topics and synchronous
communication via services. As LN supports communication
via network, it connects the processes over all computers on
Rollin’ Justin. Furthermore, LN blends with the DLR devel-
oped driver layer, robotkernel [36], which we use as HAL.
The robotkernel handles communication with the hardware
on the robot, e.g. the robot joints, the steerings of the base,
and the wheels.

LN also comes with a configurable UI, the LN manager, that
can be used to start and stop processes among different hosts,
investigate their status, and check their output. It is also
possible to define dependencies between processes in the ln
manager which substantially eases starting of different setups

2https://www.alliedvision.com/en/products/
alvium-configurator/alvium-1800-c/319/, last accessed
Oct. 4th 2024
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Table 1. Displaying the number of joints per body part of Rollin’ Justin and the number of joints that are actively controlled
in our experiments.

Body Part Torso Left Arm Right Arm Head Left Hand Right Hand Total
Number of Joints 4 7 7 2 17 17 54
Joints actively controlled
in Surface Avatar 3 7 7 2 12 12 43

real-�me PC 1 switch 2

WIFI

access point

switch 1

real-�me PC 2

jetson 1

jetson 2

jetson 3

applica�on PC

Figure 5. Network setup of the computers on Rollin’ Justin.
The two switches also represent two distinct sub-nets.

Switch 1 connects the real-time PCs, the application PC, and
a WIFI acces point allowing external connections. Switch 2
connects the application PC with the jetsons in a separate

network.

application PC

real-time PC 1

interpolator

high level

controller

robot kernel

real-time PC 2

hand

controller

torso/arm joints wheels

joint configs
joint config

joint cmd

joint cmd

joint cmd

hands

joint cmd

Figure 6. The path of creating joint commands for Rollin’
Justins actuators from a desired joint configuration.

that contain many processes while adhering to certain require-
ments of the startup order. Furthermore, the LN manager
allows to inspect data that is shared between processes in the
form of topics. Overall, the LN manager plays a central role
in our setup on Rollin’ Justin as it serves as a central hub
for all the information the team in the lab needs to monitor
the status of the robot. The automation of starting many
processes following predefined orders in combination with a
restart check-list reduced reboot time of our robot to complete
operability to approximately 4 minutes.

Given a program on the application PC commands a move-
ment to the robot, it starts by sending the desired joint
configurations to an interpolator on the first real-time PC.
In our setup, a quadratic-spline-via interpolator running at
1kHz generates an interpolated trajectory and commands it

to the high level robot controller running on the same real-
time PC. Based on the selected control strategy, the highlevel
controller generates joint commands for every joint of the
robot, split up into commands for the hands and commands
for all other joints. The joint commands, except for the
hands, are then sent to the robotkernel which distributes them
via SERCOS3 bus to the robot joints. If the commanded
trajectory includes movements of the wheels of the base, their
actuation commands are distributed by the robotkernel via
EtherCAT4 to the wheels. The commands for the hands, in
contrast, are sent from the high level controller to a hand
controller running on the second real-time host. The reason
for using a dedicated real-time host for the hands is to comply
with the special hardware requirements for communication
with the hands. This process is depicted in Fig. 6.

As we employ the Data Distribution Service (DDS) [37] for
communication between robotic assets in the experiment and
for communication with the astronaut on the ISS, we added
a LN-to-DDS bridge which serves as an adapter between the
DDS side of communication and the LN side. The LN-to-
DDS bridge allows forwarding topics and services from DDS
to LN or vice versa.

5. REASONING FRAMEWORK FOR EFFICIENT
REMOTE OPERATION

In order to be efficient co-workers for the astronauts, our
robots provide command modes on multiple levels of au-
tonomy, i.e. task-level Supervised Autonomy and teleoper-
ation [3]. In the following we will distinguish between these
command modes and the software modules that enable them.
This manifests in our setup through the fact that only one of
the command modes can be active at any time. When the
robot is commanded in Supervised Autonomy, it does not ac-
cept teleoperation commands until the commanded action is
finished. On the other hand, when the operator commands the
robot via teleoperation, they can issue a task-level command
at any given time, but it will lead to the teleoperation being
disabled. This switching behavior is realized in a top-level
module, that listens to all commands from the RCT and, thus,
serves as the sole entry point to the robot.

In general our system follows service-oriented software ar-
chitecture. As the requirements for a humanoid system are
complex and vary strongly between software components, a
monolithic software structure would not only be undesired
but also impossible. Our system stretches over multiple hosts,
some of them running real-time operating systems, others do
not. This also reflects in the programming languages used to
write different modules. Controllers are mostly implemented
as simulink models, other real-time critical modules such as
the HAL are written in C/C++, and reasoning modules are
mostly written in python. This is partially due to different

3https://www.sercos.org/, last accessed Oct. 4th. 2024
4https://www.ethercat.org, last accessed Oct. 4th 2024
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Figure 7. Overview depicting the relevant modules for commanding Rollin’ Justin from Space.

requirements concerning the efficiency of programs, on the
other hand an effort like building and maintaining a humanoid
robot spans multiple disciplines and communities where dif-
ferent preferences over programming languages are preva-
lent. This lead us to follow a service-oriented architecture.
In this architecture we also use an orchestrator that serves as
an entry point for external commands and orchestrates the
modules of the robot in such a way that they produce the
desired outcome.

In the following we describe the module that enable task-level
autonomy and teleoperation according to Fig. 7 and Fig. 8,
followed by some additional information on the orchestrator.
Fig. 7 depicts the overall setup with the space domain on top
and the ground domain below, both connected via MPCC.
The robot publishes the current world state and the available
task-level commands to the RCT. The operator at the RCT
selects to either send a task-level command (task cmd) to
the robot or to command it via sigma.7 or joystick (cmd).
The command mode (cmd mode) represents which of the two
command modalities is selected. Depending on the command
mode, either the teleoperation module or the reasoning frame-
work are activated. If the robot arm is teleoperated, the robot
also publishes controller feedback to the RCT.

Task-Level Autonomy

In order to allow for task-level autonomy, robots must an-
nounce their capabilities to the GUI. Capabilities represented
in the form of actions that the robots can execute and render
as task-level commands in the GUI. As the robot needs to be
able to execute the actions directly, they must be fully defined.
While there is no restriction on how to generate the actions
on the robot side, we generate them in an approach based on
hybrid planning with Action Templates [38], [39].

As the number of possible actions easily grows to an over-
whelming number and we aim to support the astronauts in the
selection of meaningful actions, we have a filtering pipeline
for the actions in place [40]. The core question our system
aims to answer is: “Given the current state of the environment
of the robot, what are reasonable actions for an orbiting crew

to choose?”. To answer this question, we use a two step
approach where the first step is to find out which actions are
possible given the current world state and the second step
filters the possible actions based on certain rules defined by
the Mission Control team [40]. In the following we will
describe the software modules that we employ to generate
and filter the actions on the robot before announcing them to
the astronauts. Fig. 8 shows an overview of these modules.

To extract the possible actions given an environment state,
we start with the concept of affordances[41] which relates
to the possibilities an object offers for interaction. Typical
examples for affordances are a chair offering the affordance
sit on or a mug offering the affordances fill with or
drink from. In our framework we represent the affor-
dances in terms of action templates that are bound to objects
or object classes.

Action Templates are defined in [38] and consist of two
parts: the symbolic header and the geometric body. The
symbolic header contains a symbolic description of the action
in Planning Domain Definition Language (PDDL) [42] in
terms of preconditions, parameters, and effects of the action.
The geometric body on the other hand consists of primitive,
robot agnostic operations that can be executed by the robot.
Given a goal state in PDDL representation, the robot employs
a method of integrated Task and Motion Planning (integrated
TAMP) coined the Hybrid Planner [39] to generate a so-
lution to reach the goal. Using the PDDL representations
of the actions, the robot generates a task plan using the
Fast Downward planner [43] which it then refines on the
geometric level through a motion plan that is generated via
openRAVE [44]. If the hybrid planner encounters a problem
during generating the motion plan, it employs backtracking
to find a suitable solution. This can mean that the planner
either selects an alternative parameter on the geometric level
(e.g. an alternative grasp) or that it triggers replanning on the
symbolic level to find a different plan.

As mentioned above, Action Templates are bound to objects
or object categories. We store static information about
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objects, such as Action Templates, in the Object Database
(ODB) [38]. As the ODB is designed to be extensible it can
hold any sort of static information about objects but it usually
contains the geometry in terms of a mesh, information about
PDDL predicates the object supports, and Action Templates.
It also supports inheritance of object properties as objects can
derive from “virtual objects” which are interpreted as object
classes. This allows to define an Action Template for a base
class and reusing it for all deriving objects.

In addition to the static object knowledge, the robot also
needs to be able to store runtime modifiable information
about its environment. In our system this is achieved through
the use of the World Representation (WSR) [38]. The WSR
holds instances of the objects defined in the ODB alongside
arbitrary runtime information about the objects, for example
their position relative to an absolute coordinate frame and
their PDDL states. Based on the information of the WSR,
the hybrid planner creates plans to reach a specified goal.

The approach described above is well suited when the robot
is commanded via desired goal states. For example the
robot could be tasked to reach the PDDL goal on table
apple and would find a sequence of actions that result in
the expected goal. However, as commanding goal states is
less intuitive than commanding actions, the GUI is designed
to command actions. In order to compile a list of possible
actions to announce to the GUI, we employ a module called
Mission Control [40]. First of all, the Mission Control
compiles a list of possible actions from the Action Templates
related to the objects in the current world state. As the
action descriptions in PDDL are very generic and, for runtime
reasons, there are no sanity checks at this level, this can result
in unreasonable actions. For example, by default every object
can be picked based on the generic Action Template pick
for the base object category, which can result in actions like
picking objects in the environment that are too large or too
heavy for the robot to pick. Thus, in a second step, these
actions are filtered by comparing them to an allowlist and
storing the result as available actions. In a third step, the
Mission Control triggers the Symbolic Planner to determine
the length of the shortest action sequence for every action in
the available actions, that reaches its preconditions. In the last
step, the Mission Control applies some user defined filters on
the remaining actions. Typical filters are for example whether
the list of the action sequence to reach the effects of an action
is longer than a predefined threshold or whether all objects
related to the action are within a maximum distance around
the robot. Both of the filters reduce the number of actions
announced to the GUI and improve relevance of these actions.

An overview of the modules that are involved in this process
and how they interact is depicted in Fig. 8.

Aside from announcing possible actions to the GUI, the robot
must also publish the position of the objects it knows of,
to the GUI such that they can be displayed with overlays.
As this information is also stored in the WSR, we added a
functionality to publish it to the GUI. The WSR is, however,
not solely used in the Surface Avatar context and is also
used by multiple teams at DLR which do not require this
functionality, thus, we integrated a plugin infrastructure into
the WSR. Through the use of a plugin infrastructure, we can
make sure not to deviate from the software used by other
teams and streamline development while still being able to
adapt the behavior of the software to our needs.

Another improvement we made to the original WSR is the
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Figure 8. The reasoning framework employed on Rollin’
Justin in the Surface Avatar mission.

ability to represent object frames not only in terms of a shared
absolute origin, but with respect to other object’s origins.
This allows to create parent-child relations between objects
where the child object moves accordingly to the motion of
the parent object. Thus, when the frame of the parent object
is updated, for example through a perception update, the
frame of the child object is automatically updated as well.
For perceiving the position of the robot in its environment
the robot makes use of a Simultaneous Localization and
Mapping (SLAM) approach [45]. Objects and their positions
are perceived by the robot via AprilTag fiducial markers [46].

When adding more agents to the environment, it becomes
necessary to include information also from other agents into
the world representation. This concerns the positions of other
agents as well as information about environmental assets.
To allow for this, we added external sources to the world
representation which can be used, for example, to update the
pose of another agent based on its localization information.

Whenever an action is commanded from the operator to the
robot, the robot employs the Hybrid Planner to create a valid
motion plan for executing the action. During the process of
compiling the list of actions to be announced to the GUI,
we employ solely symbolic planning for determining the
action sequence length. This is to cope with high number of
action being checked. In comparison, symbolic planning is
significantly faster than motion planning. Thus it is possible
that actions that are presented to the operator can not be
executed. We accept this behavior as it reduces the time
needed for updating the list of actions which needs to be done
after every action execution of the robot due to changes in the
environment.

Teleoperation

Based on the approach of Scalable Autonomy as described
in [3], the operator is free to chose on which level of auton-
omy to control the robot. In addition to task-level autonomy,
the operator is able to command the robot via direct input
through the sigma.7 device or the joystick in our setup.
According to the classification of [47], this command mode
falls under Shared Control as the robot follows the continuous
input from the operator but augments it with its knowledge
about the environment. In the Surface Avatar framework
every robot can offer different Shared Control Capabilities.
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On Rollin’ Justin we implemented a mode to drive the base
of the robot via the joystick, move the head via the joystick,
and move the right arm via the sigma.7 device.

Driving the robot base and moving the robot head via the
joystick are implemented in model mediated teleoperation.
This means that the robot does not directly follow the inputs
from the user at the remote side but instead follows a model
that is published at the remote side. The RCT laptop, there-
fore, creates a virtual model of the robot, which is directly
controlled via the operator input. The state of this model
is then streamed to and followed by the robot. For driving
the robot, the model of the robot becomes visible on the
GUI and directly follows the operator input. The operator
can, thus, command the position of the virtual model on the
GUI to the desired position of the robot without having to
deal with the delay between the robot and the command side.
Similarly, when the operator commands the robot to move its
head, they command a desired orientation of the head which
is then locally followed by the robot. When the operators
stop commanding the virtual model, as it reached the desired
configuration, the robot still finishes to move to the desired
configuration.

Another aspect in which the robot supports the operator
during teleoperated driving of the base is collision avoidance.
Due to the communication time of ≈ 800ms between robot
and remote side in our experiments, combined with the
restricted situation awareness because of the narrow field of
view of the robot, the risk of collisions with environment
assets of the robot becomes imminent. To cope with that
risk and avoid collisions between Rollin’ Justin and the envi-
ronment, Rollin’ Justin runs a collision avoidance algorithm
that makes use of the four cameras in the base. Collisions
are avoided by, firstly, creating a combined representation
of the environment of the robot in an octree [48]. Next, we
project the octree onto a two dimensional occupancy grid and
compute the minimal distance from the center of the robot
to the next obstacle in every direction. Given the minimum
distance, we scale the velocities according to [49].

For teleoperating the arm of the robot we employ the Time
Domain Passivity Approach (TDPA) [50], [19], which enables
passivity based teleoperation with force feedback under time
delays.

In the context of teleoperating the arm, it is also possible
for the operator to open and close the hand of the robot
via the gripper of the sigma.7 device. In our initial imple-
mentation, the position commanded from the gripper was
directly mapped to the 12 dimensional position of the fingers.
Therefore we defined an open grasp go and a closed grasp
gcl and calculated the commanded grasp gcmd using the
commanded gripper pose cmd ∈ [0, 1] as:

gcmd = (gcl − go) · cmd (1)

Using the approach from eq. (1) showed to have multiple
drawbacks. First of all, when enabling teleoperation the
approach lead to the robot’s hand jumping directly to the
position currently commanded by the operator. This is
problematic as it is hard for the operator to estimate how
far exactly to open the gripper to mirror the current hand
configuration of the robot and because it requires the operator
to focus on the hand when enabling teleoperation. Another
problem with this approach is that the robot acts, i.e. opens
or closes its hand, without a direct motion command from
the operator but simply because of the position of the gripper
when teleoperation is enabled.

x

y

go

gcl

gcmd gcmd

gcur

cur
Δ Δ

Figure 9. 2 dimensional representation of the approach to
update the commanded grasp given a positive (in blue) or a

negative ∆(in green). Intuitively the current grasp is
projected on the line connecting the open and closed grasp

definition, the ∆ is applied, and the resulting point is
projected back onto the line connecting either the open or

close grasp with the current grasp.

To cope with the initial jump of the hand we implemented
a carrier approach that keeps the hand static until the com-
manded grasp passes through the current grasp. Given the
current grasp gcur we compute a scalar cur that maps it to
the same input space as the scalar commanded gripper pose
according to eq. (2).

cur =
(gcur − go) · (gcl − go)

∥gcl − go∥2
(gcl − go) (2)

Using the current grasp, the hand starts to follow the com-
manded gripper pose when a change of the sign of ∆ =
cmd− cur is detected for the first time.

In the endeavor of extending this approach to a variety of mis-
sion protocols, the need for supporting multiple grasps on the
robot emerged. As the operators were offered the possibility
to select a grasp among multiple predefined grasp sets, the
robot must support seamless transitioning between the grasp
sets. A grasp set consists of two points in a 12 dimensional
space that represent the open hand configuration and the
closed hand configuration. While moving the gripper at the
sigma.7, the robot hand moves along the line connecting both
hand configurations in the 12 dimensional space. Intuitively,
the approach is to project the current hand configuration onto
the line connecting open and closed hand configuration, move
on the line according to the commanded gripper position and
project the new position back onto the line connecting either
close or open configuration with the current configuration,
depending on the commanded directions. Fig. 9 visualizes
how a new grasp is computed in two dimensions and eq. (3)
displays the general equation where the grasps g can be of
arbitrary but consistent dimensionality.

gcmd =


gcur ∆ = 0
gcl +

∆
1−cur (gcur − gcl) ∆ > 0

go + cmd
cur (gcur − go) ∆ < 0

(3)

Another source of information that can be used to ease control
of the hand during teleoperation is whether the hand currently
grasps an object. When switching from task-level autonomy
to Shared Control, this knowledge is available and exploited
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by our setup. In order to reduce the risk of dropping an
object while it being grasped we initially lock the hand when
switching to arm teleoperation while an object is grasped.
The operator then has to manually unlock the hand before
being able to open it. Unlocking the hand is implemented as
a robot-centric action available via the task command panel
and the state of the hand, locked versus unlocked, is stored in
the WSR.

Gluing Things Together

Shared Control and task-level autonomy, as described above,
both have unique requirements. The software modules deal-
ing with Shared Control have high requirements to speed, as
they deal with data that they receive at a rate of 166.6Hz.
The module implementing the TDPC [19] for teleoperating
the right arm of the robot even needs to run on a real-time
host in order to guarantee stability. Other teleoperation modes
like head or base teleoperation do not come with as strong
requirements, as they run on the application PC, but still need
to be able to handle the incoming data.

The requirements for the task-level autonomy modules, in
contrast, mostly concern maintainability and flexibility. They
run on the application PC as they do not have any real-time
requirements. As they often require maintenance to add new
features or improve their behavior, these modules are written
in python.

The orchestration of all these different modules is performed
in verbose, a DLR developed tool. Verbose allows to run
python scripts, connect them to state-flows, and edit them
at runtime. It also supports to run code in thread-based
parallelism and share global variables. We use verbose
as the single entry point for commands to the robot, for
orchestration of modules, and for rapid prototyping of new
functionalities. The approach for seamless switching between
grasps, as described in Fig. 9, for example, was initially
developed and tested in verbose before it was implemented
in the controller.

6. DISCUSSION
Across all six ISS-to-ground sessions, comprising four pre-
liminary and two primary sessions, the astronauts success-
fully completed all assigned tasks within our experiments.
While a comprehensive analysis of the telecommanding con-
cept will be presented in a forthcoming publication, these re-
sults preliminarily indicate that the robotic backend architec-
ture effectively supported the requisite features for seamless
UI-based command of Rollin’ Justin from the ISS.

The system described above is still work in progress as
throughout the experiments related to Surface Avatar, new
features are continuously being implemented. Thus, the
first and most important lesson we learned is to maximize
modularity. Given the complexity of software needed to
run a humanoid robot, it is of utmost importance to be able
to easily swap out parts without the risk to trigger side-
effects on other, seemingly unrelated, parts of the software.
We increase modularity by separating functionalities into
processes that use standardized interfaces in terms of Links
and Nodes Message Definitions [36]. For the same reason we
implemented a plugin infrastructure in the WSR as it sepa-
rates out a functionality in a small, easily understandable and
maintainable, package. The gold standard we are following
in modularizing our software is to achieve loose coupling and
high cohesion.

In order to deal with the increased complexity due to the
growing number of modules through modularization and
their interdependencies, we make use of DLR’s Continuous
Integration Software SYstem (CISSY) which combines a
build host, an artifact server, and a package manager. For
proper research rigor, and even more so for critical space
systems, tractability of development history and documenta-
tion is paramount. We therefore implemented code reviews
that check, among other code quality factors, for adequate
documentation.

As our robot consists of multiple interconnected hosts that run
software that interfaces with real hardware, it is challenging
to create perfect copy of the system to use it for developing
and testing. It prove, nevertheless, extremely important to
have isolated setups that allow at least for testing subsets
of the robots capability, as the availability of the robotic
hardware becomes a bottleneck when a team of developers
is working on it in parallel.

When employing a service based architecture as presented
here for Rollin’ Justin, the orchestrator and the glue code play
a vital role in proper execution. However, its main function
of connecting existing components is frequently less visible
than other modules. In layman’s term, it is a something that
is not noticed until it is broken, which could then be difficult,
or impossible, to recover from. As such, insufficient attention
and resources dedicated to the glue code and orchestrator can
later hinder the easy integration of new modules or could even
result in failure of a mission.

Having designed the robot as a stand-alone unit is of great
value in environment where wireless communication is chal-
lenging. This is particularly noticeable during the experiment
runs when all robotic assets are enabled and communicate
via Wi-Fi, reducing available bandwidth substantially. Addi-
tionally, the robots sometimes block another robots commu-
nication as they are moved in between the other robot and
the Wi-Fi access point that connects it to the central network.
In these situations it proves to be advantageous to require as
little communication bandwidth as possible between the robot
and the central experimental network.

So far the we use the described software stack as a proof of
concept implementation on an Earth-based robot. While we
take care to design the software architecture and components
in a way that does not impede potential deployment in a
space mission, the software is not yet space qualified. The
computing power required to run the presented software de-
pends highly on the implementation of all of its components.
However, by running all of the software locally onboard the
robot on the hardware described in section 4 and avoiding
cloud-based solutions, we pave the way to eventually deploy
this software on a flight-ready robot.

The system described in this paper was, and continues to be,
well suited for the experiments in the Surface Avatar Mission.
However, it is largely based on model-based knowledge in
terms of objects, the world representation, and action tem-
plates. With current trends such as learning and especially
foundation models, we will be tasked to redesign our system
to leverage the full potential of these new technologies.

7. CONCLUSION
The system described in this paper has successfully been used
in multiple astronaut trainings, two ISS-to-ground prime ses-

9



sions, and four preliminary ISS-to-ground sessions. Through-
out these sessions, it prove successful in enabling astronauts
onboard the ISS to command Rollin’ Justin on multiple levels
of autonomy. During that time the system underwent multiple
transformations and the features of the system kept growing
and still continue to do so.

We will continuously work on improving our software design
further to be able to offer ever more features for the upcoming
third Surface Avatar prime session in the first half of 2025
and the Axiom-4 session in the second half of 2025. Our
next steps in Surface Avatar for these sessions are mixed-
type command robot collaboration and supporting setups with
possibly multiple RCTs at different locations. We also aim
for the execution of longer task-sequences which requires
additional efforts in environment perception and modeling, as
well as detection of and reaction to unexpected events such as
failures.

Another upcoming effort will be to make use of the ex-
perience gained with our current system in designing an
architecture that is not only tailored for one robot but instead
supports a broader variety of robots.
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ward Multi User Knowledge Driven Teleoperation of a
Robotic Team with Scalable Autonomy,” in 2023 IEEE
Int. Conf. Syst. Man Cybern. SMC. Honolulu, Oahu,
HI, USA: IEEE, Jan. 2024.

[6] C. Borst, T. Wimbock, F. Schmidt, M. Fuchs, B. Brun-
ner, F. Zacharias, P. R. Giordano, R. Konietschke,
W. Sepp, S. Fuchs, C. Rink, A. Albu-Schaffer, and
G. Hirzinger, “Rollin’ Justin - Mobile platform with
variable base,” in Proc. 2009 IEEE Int. Conf. Robot.
Autom. ICRA. Kobe, Japan: IEEE, May 2009, pp.
1597–1598.

[7] A. Schiele, “Towards the interact space experiment:
Controlling an outdoor robot on earth’s surface from
space,” in Proc 13th Symp. Adv. Space Technol. Robot.
Autom. ASTRA, 2015.

[8] A. Schiele, M. Aiple, T. Krueger, F. van der Hulst,
S. Kimmer, J. Smisek, and E. den Exter, “Haptics-1:
Preliminary Results from the First Stiffness JND Identi-
fication Experiment in Space,” in Haptics Percept. De-
vices Control Appl., F. Bello, H. Kajimoto, and Y. Visell,
Eds. Cham: Springer International Publishing, 2016,
pp. 13–22.
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