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Abstract
We describe the SMARTnet Instrument Enhancing Software (SMARTies) package, which we developed from scratch for fully 
automated remote control of our telescope stations within the Small Aperture Robotic Telescope Network (SMARTnet). Since 
March 2024, we have been using SMARTies continually to operate our SMARTnet telescope station in Chile successfully. 
We include a detailed description of the system design and architecture including the SMARTies modules, which are written 
in pure Python and are kept rather abstract, as well as the bespoke device controllers, which facilitate the communication 
with the actual hardware devices used. SMARTies was designed to fulfil a number of different use cases, including satellite 
or space debris tracking, survey observations, and observations of astronomical objects, including light curve acquisitions, 
and is therefore useful for the Space Situational Awareness community and other observational astronomers alike. While 
a fully automated observing mode following a user-defined schedule was one of the driving factors in the development of 
SMARTies, it does allow for near real-time manipulations of the schedule and even completely manual operations of the 
telescope. Because of its object-oriented and modular approach, new SMARTies functionalities can easily be added and 
different hardware devices can easily be included by adding new device controllers. Therefore, we envision SMARTies to 
be an extremely useful asset for many telescope operators across the world.
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1 Introduction

As the number of both satellites and space debris objects in 
Earth’s orbit is rapidly increasing [1], more and more effort 
is put into monitoring and tracking this population of resi-
dent space objects (RSOs). One orbital region of particular 
interest is the one containing geosynchronous Earth orbits 
(GEOs) including the geostationary ring and its surround-
ings. This region is hardly accessible by radar observations 
but is usually monitored with passive-optical observations 
using telescopes. Its object density has also risen steeply 
over the past few years, as is the case for virtually all other 
orbital regions [1].

A number of satellite and space debris monitoring / track-
ing campaigns exist that are partially or mainly dedicated 
to the GEO region (e.g., [2–5]). In collaboration with the 
Astronomical Institute of the University of Bern (AIUB), 
the German Space Operations Center (GSOC) has set up the 
SMARTnet for detecting, tracking, and monitoring RSOs 
at high altitudes [6]. As part of SMARTnet, GSOC oper-
ates several passive-optical telescope stations, currently 
SMART-01-SUTH at Sutherland, South Africa, SMART-
02-KENT at Mt Kent, Australia, and SMART-03-ELSA at 
El Sauce, Chile, and will add more stations in the coming 
years. These are all robotic telescope stations at different 
time zones, and as such they need a reliable control software 
for fully automated operations without the need for a night 
observer.

Furthermore, the control software needs to satisfy all the 
different use cases we defined for our telescope stations, as 
further detailed in Sect. 2.2. For this reason, many obser-
vatories around the world use custom-made in-house soft-
ware to operate their respective telescopes and instruments. 
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Unfortunately, this software often remains unpublished and 
near impossible to obtain and adapt, mainly because it is 
very hardware-specific. However, while there are a number 
of software suites available (e.g., [7–10]), they cannot be 
fully adapted to our purposes and/or lack one or more of the 
required functionalities. For example, the functionality to 
include multiple telescopes and/or sensors in the observa-
tion schedule, the ability to perform ephemeris tracking, or 
a dedicated high-cadence light curve acquisition mode is 
often missing.

We thus decided to build a new software system called 
SMARTies (SMARTnet Instrument Enhancing Software) 
completely from scratch, which is guaranteed to meet all 
requirements and satisfy all use cases we identified for our 
purposes, which can be lean as it does not have to carry a lot 
of legacy code, and which is made as simple as possible to 
use. At the same time, we aimed to make SMARTies a use-
ful asset for other users with a wide variety of desired appli-
cations, from space situational awareness (SSA) applications 
like satellite and space debris tracking with different tracking 
modes to general astronomical observations whether they are 
astrometric, photometric, or spectroscopic in nature. Due to 
its object-oriented and modular approach, SMARTies can 
easily be adapted to different mounts, telescopes, sensors, 
and other devices, as well as for applications that we have 
not yet foreseen.

We describe the design concept and structure of the 
SMARTies software in Sect. 2, together with an overview 
of the most important use cases, the network communica-
tion structure, the device controllers, and the error handling. 
The individual Python modules are explained in Sect. 3. 
In Sect. 4, we give some examples on how to use SMART-
ies. Finally, Sect. 5 gives a summary and a brief outlook on 
planned future activities.

2  Concept and structure

2.1  Software development

Over the past couple of decades, Python has become the 
de facto standard programming language in astronomy and 
related fields [11, 12], and many extremely useful librar-
ies are available to the scientific community, e.g., scipy, 
astropy, numpy. This makes software development 
significantly more convenient and efficient, although one 
aspect of our design philosophy was to use third party pack-
ages as little as possible for the sake of code transparency. 
Moreover, given its prevalence and the existing knowledge 
in our team of developers, we decided to choose Python as 
the programming language for SMARTies and to adhere to 
established software engineering guidelines. These include 
implementing unit tests wherever possible and applying a 

stringent code review policy, so that every line of code has 
passed through at least two pairs of eyes. For version control, 
issue tracking, mutual code review, and automated unit tests, 
we have been using GitLab. We also put considerable effort 
into various forms of documentation, including numerous 
in-code comments, verbose docstrings, and various interface 
control documents (ICDs).

For maximum flexibility, we decided to make SMARTies 
independent of the operating system used. Moreover, the 
vast majority of all source code in the SMARTies Python 
modules is written in an object-oriented manner and makes 
use of class inheritance. This fits well to the decision for a 
very modular approach, which we adopted in order to make 
any changes in hardware as simple as possible.

As an example, if a telescope station operator has dif-
ferent cameras, possibly even from different manufactur-
ers, with different functionalities, they may need a separate 
Python class for each camera type to account for these 
differences, e.g., one might have a CCD (charge-coupled 
device) sensor with a mechanical iris shutter, whereas 
another one might have a sCMOS (scientific complemen-
tary metal-oxide-semiconductor) sensor with an electronic 
rolling shutter, but all of them are child classes of the same 
parent camera class. This way, the overlapping functionality 
is already covered without the need to implement it twice. If 
two hardware devices offer the same general functionalities 
but only differ in, for example, their allowed temperature 
range, range of motion, or number of pixels, there is no need 
for a separate Python class and it is enough to provide dif-
ferent settings in the respective ini-files (see below).

SMARTies is designed to be configured by a small num-
ber of ini-files, which provide hardware-specific settings and 
also tell SMARTies which devices are available. For the 
sake of simplicity, we use the standard Windows ini-file for-
mat, i.e., separated into sections each containing key-value 
pairs, so that users can easily adapt these files manually. 
In order to run SMARTies in automatic mode, a user must 
provide a schedule file in JSON (JavaScript Object Notation, 
[13]) format containing all tasks that are to be performed 
in a given observing night (see Sects. 3.1 and 4). We use a 
simple script to ensure the validity of these schedule files 
before feeding them into SMARTies. While it is noted that 
there are efforts by CEN/CENELEC to establish a standard-
ized scheduling file format, called Scheduling and Command 
message (SCM) [14], we decided to adopt the JSON format 
for the sake of simplicity, flexibility, human-readability, and 
its widespread use not only in the scientific community but 
also in software development and (software) engineering in 
general. Also, note that SMARTies will attempt to perform 
all tasks and will not assess the reasonability of the com-
manded actions. Indeed, this is the desired behaviour so as 
not to limit the users’ options. It is also worth pointing out 
that several telescopes and/or sensors can be controlled by 



SMARTies: a software suite for flexible and fully automated control of multi‑sensor telescope…

one instance of SMARTies by simply indicating the desired 
instrumentation for a given task in the schedule file.

Figure 1 shows a simplified high-level flowchart for 
SMARTies. After SMARTies is initialized using a num-
ber of input files, the main observation loop is started. The 
scheduler reads the schedule file and creates individual tasks. 
If a certain start epoch, possibly with tolerances, is requested 
in the task, SMARTies either performs the observations, 
waits until the requested epoch and then performs the obser-
vations, or, in case the requested time has already passed, 
moves on to the next task. If observations are performed, 
all corresponding metadata are collected and the data and 
metadata are written to a FITS (Flexible Image Transport 
System, [15]) file. The main observation loop continues 
until the end of the schedule file is reached, in which case 
SMARTies parks the telescope and shuts down properly. 
The three boxes in the shaded green area on the right side of 
the diagram indicate optional processing and pre-processing 
steps, which are not part of the SMARTies software. A user 
may perform such steps and, if, for example, the exposure 

time for a given object is found to be insufficient, may wish 
to adapt the schedule file.

In the absence of a hardware setup with which to test 
the source code, we found the concurrent development of 
the SMARTies python modules and the device controllers 
to be very challenging. Hence, in order to circumvent this 
problem to some extent during the early development stages 
of SMARTies, we worked with dummy device controllers, 
which simulate the network communication, and eventually 
allowed us to run mock end-to-end simulations of entire 
observing nights. This also helped us in ensuring that all 
output files (FITS files containing image data and metadata) 
are created correctly. After having put together a beta-version 
of SMARTies in mid-2023, we could eventually perform fur-
ther intensive testing of the software with the actual hard-
ware of SMART-03, which had been temporarily installed 
at Zimmerwald Observatory, Switzerland, by that time. This 
allowed us to test thoroughly all aspects of the SMARTies 
functionality. We began by testing all commands individu-
ally for each decoupled hardware device before eventually 

Fig. 1  Simplified flowchart 
showing the main aspects of 
running SMARTies
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conducting observations in fully automated observing mode 
for several nights using schedule files. In particular, this 
included all tracking modes (azimuth-elevation (AZELE) 
tracking, sidereal tracking, angular-velocity tracking, and 
ephemeris tracking) and all different types of observation 
(bias frames, dark frames, flat fields, focus series, and science 
frames). We performed these scheduled observations with 
a multitude of combinations of the settings adjustable for a 
given task (see Sect. 4 for some examples). Please note that 
many of these settings, like exposure time, telescope pointing 
angles, or on-chip binning, can change from one exposure to 
the next within a given series. As might be expected, these 
tests under real-world conditions uncovered a number of 
issues and unexpected behaviour, especially in the network 
communication between the SMARTies modules, the inter-
mediary software we call device controllers (see Sect. 2.3.2), 
and the hardware devices, and thus was an important step in 
quickly pushing SMARTies towards a stable version.

We reached a fully operational version 1.0 of SMARTies 
in September 2023. Since then, our focus has shifted from 
developing and debugging towards implementing additional 
features that extend beyond the SMARTies core function-
alities. The most important additional feature, which we 
have added in v1.3.0 (July 2024), has been the ability to 
run SMARTies in light curve acquisition mode. We imple-
mented this new mode in order to unlock the full potential 
of sCMOS cameras, which usually have much higher frame 
rates compared to CCDs, therefore enabling high-cadence 
image acquisitions needed for light curve analyses of fast 
rotating objects. All settings that may vary for individual 
exposures within a given series in regular observing mode 
are kept fixed in light curve acquisition mode in order to 
maximize the image acquisition rate.

While there will be further developments and minor bug 
fixes as part of a continual development process, the reli-
ability of SMARTies has now been proven through many 
months of successful operations at SMART-03-ELSA, dur-
ing which SMARTies has not caused a single failure.

2.2  Use cases

Before we began the programming phase, we defined a num-
ber of use cases for SMARTies and derived software require-
ments from them. The use cases we defined for SMARTies 
are naturally tailored to SSA purposes, i.e., anything related 
to satellite and space debris tracking and survey observa-
tions, as this is our main line of work. They can be divided 
into three categories: taking calibration frames, survey 
observations, and follow-up observations of known RSOs. 
Firstly, use cases related to calibration frames include taking 
bias frames, dark frames, flat fields, focus series, and images 
used for creating mount pointing models or mapping mod-
els. Secondly, the survey-observation use cases comprise 

scanning fields fixed in azimuth (AZI) and elevation (ELE) 
and fixed stellar fields, i.e., with the mount performing side-
real tracking. Finally, the use cases for follow-up observa-
tions include ephemeris tracking of satellites, space debris 
objects (including fragmentation events), Solar System 
objects, as well as tracking objects with fixed rates in the 
angles used by the mount (either right ascension (RA) and 
declination (DEC) or AZI and ELE). This includes a mode 
we call pseudo-ephemeris tracking, where the telescope fol-
lows any user-defined path on sky provided in the form of 
ephemerides, regardless of whether this corresponds to the 
motion of an object. On-sky observations may be performed 
in “standard” observation mode or in light curve mode, 
which is specifically designed to obtain high-cadence obser-
vations for photometry, including the use of different filters. 
However, please note that the applicability of SMARTies is 
by no means limited to these use cases and that use cases 
defined by other users may well be covered by the function-
ality of SMARTies already. In fact, we expect this to be the 
case for the majority of possible telescope operating modes 
an observer may wish to employ.

2.3  Communication

For each of the hardware-controlling modules described in 
Sect. 3.2, there is at least one corresponding device control-
ler, which acts as an intermediary between the hardware-
controlling module and the device firmware (see Sect. 2.3.2). 
The main reason for this additional abstraction layer is to 
make SMARTies independent of the hardware devices used. 
For example, some manufacturers require a specific operat-
ing system for their device drivers or software development 
kits (SDKs), so a device controller may run on a Windows 
computer while SMARTies runs on a Linux machine or vice 
versa. Note that these computers may be physically sepa-
rated, perhaps even in a different building, as is the case for 
our SMARTnet telescope stations. SMARTies only needs to 
take care of the network communication to the device con-
troller via TCP/IP (Transmission Control Protocol / Internet 
Protocol). When a hardware device is changed or replaced, 
a new device controller may become necessary as different 
hardware devices can have different functionalities and/or 
may use a different communication protocol (e.g., classic 
ASCOM [16, 17], ASCOM Alpaca [18], INDI1, or a manu-
facturer’s own protocol). Hence, in the example given in 
Sect. 2.1, each camera may require a separate device control-
ler. However, no changes to SMARTies would be required.

The interplay between the hardware-controlling modules, 
the corresponding device controllers, and the physical hard-
ware devices is illustrated in Fig. 2. The TCP/IP communication 

1 https:// indil ib. org/. last accessed 09 Sep 2024.

https://indilib.org/
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between the hardware-controlling module and the device con-
troller is handled by the communication-handling module smart-
ies_com using the AIUB protocol (see Sects. 2.3.1 and 3.3), 
and the communication between the device controller and the 
physical hardware device is handled by the device controller 
using the communication protocol dictated by the manufacturer 
(ASCOM in this example).

In summary, the modular approach and the abstraction of 
the communication between software and hardware mini-
mize the effort required to adapt SMARTies to new hard-
ware devices.

2.3.1  AIUB protocol

For network communications, we decided to use the AIUB 
protocol [19], which has been proven reliable over many 
years of telescope station operations. This decision saved 
us the time to develop a protocol of our own. The AIUB 
protocol defines a network-based exchange of requests and 
replies between a requester and an executor. Communication 
takes place in plain text and can be used for both synchro-
nous and asynchronous applications. The basic structure of 
a record is as follows:

$SOR,<length>,<number of messages>,<list 
of messages>,$EOR

where:
$SOR       Start of record.
<length>       The number of characters of the entire 

record.
<number of messages>       The number of mes-

sages contained in the record.
<list of messages>       The comma-separated list 

of all messages.
$EOR       End of record.
The message itself is constructed accordingly:

%$MESSAGE_ID,<length>,<number of param-
eters>, <parameters>,$EOM

where:
$MESSAGE_ID       The pre-defined identifier of the 

message.
<length>       The number of characters of the entire 

message.
<number of parameters>       The number of 

parameters contained in the message.
<parameters>       The comma-separated list of all per 

message pre-defined parameters.
$EOM       End of Message.

2.3.2  Device controllers

As mentioned above, for every hardware device used (e.g., 
mount, camera, focuser, weather station, filter wheel, derota-
tor,...) there is a device controller, which acts as an interme-
diary between the hardware-controlling SMARTies modules 
described in Sect. 3.2 and the device firmware. A device 
controller relays commands received from the SMART-
ies module to the hardware device itself and passes on any 
responses, outcomes, and results of the commanded actions 
to the commanding hardware-controlling SMARTies mod-
ule. Communication between the hardware-controlling 
SMARTies modules and the device controllers is achieved 
through the communication-handling smarties_com module 
by sending back and forth a byte stream via a TCP/IP con-
nection. For this, we adopted the use of the AIUB protocol 
described above. Please note that all users can add their own 
bespoke device controllers as long as they follow the well-
defined interface described in the SMARTies ICD.

Using the AIUB protocol, a generalized division of the 
tasks to be completed in the interaction between SMART-
ies and any device results can be summarized as shown in 
Fig. 3. Within SMARTies, the topmost box labeled is a 
hardware-controlling module like the camera module or the 
mount module. The other two boxes are part of the smart-
ies_com module, which handles the AIUB protocol syntax 
and the TCP/IP connection.

The structure plan for an entire example telescope station 
is shown in Fig. 4. This setup is very similar to the one at 
SMART-03-ELSA, although we have removed the second 
camera and focuser for simplicity. Here, the core hardware 
devices include a mount, a camera, and a focuser. For each 
of them there is a hardware-controlling module and a device 
controller. Note that a dome controller is not necessary in 
this setup, as this is controlled by a separate station monitor-
ing and control software. The mount module also communi-
cates with the flipflop device. In addition, there is a weather 
station providing meteorological data and a time card acting 
as an event recorder for precise timing. In this example, the 
communication between the mount and the focuser with their 
respective device controllers works via ASCOM Alpaca (cyan 
boxes), with an additional Alpaca server in between, which is 

Fig. 2  Abstract depiction of the communication scheme between 
hardware-controlling modules, device controllers, and hardware 
devices
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provided by the manufacturer. In contrast, the manufacturers 
of the camera, weather station, and time card provide their 
own software communication protocol, indicated by the yel-
low boxes beneath the respective device controllers.

2.4  Error handling

In order to ensure smooth and stable operations of a tel-
escope station, it is imperative to handle any potential errors 
that may arise with great care. Thus, all SMARTies modules 
strictly adhere to the same error handling. Every function 
or method call always returns an outcome, even if no other 
values are returned. This outcome can either be “no error”, 
or one or several well-defined error codes, which are also 
logged. These error codes are always relayed up the calling 
hierarchy, sometimes through several layers, until eventually 
they are passed back to the main module. It is only at this 
stage that a decision is made on how to deal with a given 
error, depending on their severity. SMARTies may simply 

jump to the next exposure, e.g., when camera settings could 
not be set or the FITS file could not be written, or it may 
jump to the next task, e.g., when no connection could be 
established to the mount. Experience has taught us that it 
may pay to keep on trying in these cases. Only as a last 
resort is SMARTies terminated, which happens, for instance, 
if no camera is available upon initializing SMARTies.

3  SMARTies python modules

Almost all SMARTies modules are written in an object-
oriented way. This comes in particularly handy for the hard-
ware-controlling modules, in which we define an abstract 
base class, from which hardware-specific child classes 
inherit their core functionalities. Any modifications from or 
additions to the core functionalities can therefore easily be 
realized within the child class.

The SMARTies Python  modules can be divided 
into four categories: organizational (main, scheduler), 

Fig. 3  Basic principle of the 
collaboration between SMART-
ies, a device controller, and the 
associated device

Fig. 4  Structure plan for the 
interaction of SMARTies, some 
device controllers, and the 
associated devices based on an 
example of an entire telescope 
station
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hardware-controlling (camera, mount, focuser, timing, 
meteo), communication-handling (smarties_com), and aux-
iliary modules (conversion, format_checker, file_handler, 
series_evaluation_tool). Note that, depending on the setup 
of the telescope station, there may be additional hardware-
controlling modules, for example, for a filter wheel / stage, 
a derotator, or a dome with a slit. They are not explained 
here in detail as the existing SMARTnet stations do not have 
any additional hardware (yet), but they must at least have 
getter and setter methods in principle, similar to the focuser 
module.

3.1  Organizational modules

3.1.1  Scheduler

The scheduler module reads the user-provided schedule file 
and breaks it down into tasks, which are yielded to the main 
module for execution. These tasks are series of Nobs indi-
vidual exposures of a given exposure type (bias, dark, light), 
for which certain settings can be specified. As of SMARTies 
version 1.3.0, a task can also define a series of light curve 
observations consisting of Nobs individual exposures. The 
adjustable settings include general settings like the coor-
dinate system and tracking mode as well as sensor-specific 
settings like chip temperature including tolerances, exposure 
time, focus position, binning, sub-frame windows, etc. There 
are default settings for all exposure types, which include the 
number of exposures per series, the exposure time, and cam-
era settings like temperature, binning, or window size. They 
are overwritten for a given task by the user-defined settings if 
the specific keywords are present in the schedule file. Option-
ally, the user can also provide a specific start epoch includ-
ing tolerances, the time between consecutive observations 
including tolerances, and exclusion windows. After each task, 
the scheduler also checks whether a new schedule file has 
been created by the user, thereby allowing for dynamic, near 
real-time scheduling changes should the need arise.

3.1.2  Main module

The main workflow is handled by the main module. After 
SMARTies has been initialized, i.e., all housekeeping tasks 
are completed and all hardware-specific class instances are 
created according to their respective ini-files, the scheduler 
reads the user-provided schedule file and feeds tasks to the 
main module, which then delegates smaller work packages 
required to fulfil these tasks to the other modules. These 
work packages include applying a number of hardware set-
tings, performing coordinate transformations and starting 
tracking, handling exposure timing, acquiring and reading 
out an image, collecting all metadata, and saving all data 
and metadata to a file. Tasks are always conducted in the 

order in which they appear in the schedule file. However, it 
is possible to change the schedule in near real-time by pro-
viding a new schedule file. Once all tasks are completed, the 
telescope is parked and SMARTies is shut down.

3.2  Hardware‑controlling modules

The hardware-controlling modules are in charge of control-
ling the hardware devices. When a hardware-controlling 
module sends a command to perform some action or to read 
the status of a device, the corresponding device controller 
relays the command to the actual hardware device and also 
relays the hardware response, e.g., a temperature, a tracking 
status, or an error message, back to the hardware-controlling 
module. They are included as class instances within the main 
module and are configured with a hardware-specific ini-file 
upon instantiation. Note that there may be multiple hard-
ware devices of the same kind, e.g., two telescopes on a twin 
mount, and thus two cameras and two focusers, in which 
case one class instance is used for each hardware device. 
Communication with the device controllers is realized via a 
TCP/IP connection and is handled by a dedicated communi-
cation-handling module described in Sect. 3.3.

3.2.1  Camera module

The camera module is in charge of all camera-related activi-
ties. The main tasks of the camera module are setting and 
getting the camera temperature, selecting the region of the 
chip to be used for an exposure (full frame or sub-frame), 
changing the camera binning and/or read-out speed, and, 
of course, acquiring an image with a user-defined exposure 
time and reading out the camera buffer. We have imple-
mented two separate camera classes for CCD and sCMOS 
cameras, respectively, which both inherit their core function-
ality from a common parent camera class.

3.2.2  Mount module

The mount module handles commands related to mount and 
hence telescope movement. It is mainly used for moving 
the mount to a user-defined position (given as either RA / 
DEC or AZI / ELE) and starting tracking. Several tracking 
modes can be employed, namely AZELE tracking (i.e., point 
and hold), sidereal tracking, angular-velocity tracking (with 
constant user-defined angular velocities in the two reference 
angles, e.g., RA / DEC for equatorial mounts), and ephem-
eris tracking, which is realized by providing an external file 
containing ephemerides. In addition, the mount module also 
retrieves the current mount status and relays meteorological 
data to the mount, which is needed to calculate refraction 
in case the mount provides such functionality. The mete-
orological data itself is provided by the meteo module, see 
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below. Finally, it retrieves information about the revolution 
the mount is currently in from a flipflop sensor, if present.

3.2.3  Focuser module

The sole purpose of the focuser module is to control the 
focuser, i.e., to set and get focus positions. Note that the 
determination of the optimal focus position is not handled 
by the focuser module but rather by the series_evalua-
tion_tool module.

3.2.4  Timing module

The timing module can serve as an event recorder for a 
specific timing solution, i.e., it can be used to retrieve the 
shutter opening and closing times to better than millisec-
ond accuracy based on a global navigation satellite system 
(GNSS) signal. For that to work, GNSS-synced time cards 
must be installed in the server computer(s) connected to 
the camera(s). In order to measure these epochs, an elec-
tronic implementation of detecting and reporting signal 
changes must be realized in the camera(s). The timing 
module sends a command to prepare the time cards before 
each observation and retrieves the recorded epochs after 
the exposure has finished.

3.2.5  Meteo module

Strictly speaking, the meteo module is not really control-
ling a hardware device, as it only has a getter function used 
to retrieve meteorological data from a weather station, if 
available.

3.3  Communication‑handling module

This module, called smarties_com, acts as the interme-
diary between the hardware-controlling modules and the 
corresponding device controllers. It handles the network 
communication via TCP/IP, translates the commands it 
receives from the hardware-controlling modules into the 
required syntax, and sends them to the respective device 
controllers. Upon receiving a reply from a device control-
ler, it parses this reply and breaks it down to the level 
that the respective hardware-controlling module can digest 
before passing it on. Finally, it also facilitates the transfer 
of the actual image data as a byte stream from the camera 
controller to the camera module.

3.4  Auxiliary modules

The auxiliary modules do not communicate with any 
devices controllers but provide additional functional-
ity and helper functions, which are used across multiple 
hardware-controlling modules and the main module.

3.4.1  Conversion modules

The conversion module is used to perform a variety 
of astronomical calculations. Most importantly, these 
include coordinate conversions between different refer-
ence systems (e.g., from J2000 to True of Date (TOD)), 
the conversion of a position on sky between different 
coordinate systems (e.g., from RA / DEC to AZI / ELE), 
the conversion of position vectors between Cartesian 
coordinates and geocentric/geodetic coordinates, and the 
calculation of diurnal and annual aberration corrections 
when converting between apparent and catalogue coor-
dinates. It also contains a small library of other low-level 
auxiliary routines that perform various often needed cal-
culations, such as an interpolation function or rotation 
matrices.

3.4.2  Format checker

The format_checker module is invoked by most higher-
level routines in order to screen their input arguments for 
any violations of the expected format. It thereby increases 
code stability, facilitates proper error handling and logging, 
and reduces boiler-plate code. Additionally, it also serves 
to distinguish between scalar and vectorized inputs, so that 
performance can be enhanced by running vectorized opera-
tions where applicable.

3.4.3  File handler

The file_handler module is tasked with saving the image 
data together with all collected metadata to disk. It deter-
mines the appropriate filename and directory and stores the 
observations in FITS format [15]. In regular observing mode 
with CCD cameras, one FITS file contains one 2-dimen-
sional image plus a single header. However, certain sCMOS 
cameras support multiple image channels with different 
gains, so a FITS file may contain multiple header data units 
(HDUs). Also, note that in light curve mode, all individual 
exposures constituting the light curve are stored as single 
HDUs within one large FITS file.
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3.4.4  Series evaluation tool

This module, called series_evaluation_tool, is invoked by the 
main module every time a focus series is conducted in order 
to perform the necessary steps to determine the optimal focus 
position automatically. A focus series is a series of exposures of 
a field of stars with sidereal tracking enabled and with variable 
focus values. For each exposure, a 2-dimensional Gaussian is 
fitted to all suitable stars in the field of view and their widths are 
recorded. Subsequently, the optimal focus position is determined 
as the one minimizing these widths.

4  How to use SMARTies

SMARTies can be started from a command line and the 
name of the main ini-file must be given as an input argu-
ment. The main ini-file contains, amongst other things, the 
station coordinates and lists the filenames and directories of 
all input and output files. In particular, it references all hard-
ware-specific ini-files, which define certain device properties 

and can be used to provide various settings, and the schedule 
file, which contains all tasks that have to be conducted in a 
given night.

In the following, we will give examples of some common 
tasks that can be performed with SMARTies, and how the 
respective tasks in the schedule file can be constructed.

{
”00001”: {

” o b j e c t ” : ” F l a t f i e l d ” ,
” s e r i e s ” : ”0001” ,
” e p o c h s t a r t ” : ”2024− 08− 29T21 : 3 0 : 0 0 . 0 0 0 ” ,
” coo rd sy s t em ” : ”AZELE” ,
” ang l e 1 d e g ” : 90 . 0 ,
” ang l e 2 d e g ” : 15 . 0 ,
” r e f f r ame ” : ”TOD” ,
” t r ack ing mode ” : ”AZELE” ,
” s e n s o r ” : {

”SMART− 03−B−ELSA” : {
” s e t t i n g s ” : ” F l a t ” ,
” n obs ” : ”9” ,
” e x p o s u r e t im e s e c ” : 0 . 5 ,
” coo l t emp ” : − 25.0 ,

}
}

} ,
”00002”: {

.

.

.
} ,
.
.
.

}

Listing 1 Example schedule file containing a series of flatfield frames as the first task

Listing 1 shows an excerpt from a schedule file, indicating 
how the schedule file is comprised of several tasks. In this 
example, the first task commands SMARTies to take a series 
of flatfield frames starting at 21:30 on 29 Aug 2024 (UTC). 
For this task, the mount tracking is set to AZELE tracking 
at an azimuth angle of 90◦ and an elevation angle of 15◦ . The 
series consists of 9 individual exposures with an exposure 
time of 0.5 s , and the camera temperature is set to −25 ◦C.

4.1  Take calibration frames
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4.2  Take a series of survey observations

{
.
.
.
”00042”: {

” o b j e c t ” : ” Survey ” ,
” s e r i e s ” : ”0013” ,
” coo rd sy s t em ” : ”RADEC” ,
” ang l e 1 d e g ” : [ 1 2 0 . 0 , 122 .0 , 124 .0 , 126 .0 , 1 2 8 . 0 ] ,
” a ng l e 2 d e g ” : [ − 45.0 , − 44.0 , − 43.0 , − 42.0 , − 41.0] ,
” r e f f r am e ” : ” J2000 ” ,
” t r ack ing mode ” : ”AZELE” ,
” s e n s o r ” : {

”SMART−03−B−ELSA” : {
” s e t t i n g s ” : ” De f au l t ” ,
” e x p o s u r e t im e s e c ” : [ 8 . 0 , 10 . 0 , 12 . 0 , 14 . 0 , 1 6 . 0 ] ,
” d e l t a t s e c ” : 30 . 0 ,
” x b i n n i n g ” : 2 ,
” y b i n n i n g ” : 2 ,

}
}

} ,
.
.
.

}

Listing 2 Example schedule file containing a series of survey observations as the 42nd task

Another typical use case is to take a series of survey obser-
vations, as illustrated by Listing 2. While the settings used 
in this example might be questionable for a standard survey 
series, they highlight some of the flexibility that SMARTies 
offers its users. Here, the target coordinates are given as RA 
and DEC in the J2000 frame, AZELE tracking is performed 
rather than sidereal tracking. Here, the number of exposures 
is inferred from the length of the list of exposure times. Note 

that the target coordinates are also given as lists, so for each 
of the five individual exposures, the telescope will be point-
ing to a different location. Furthermore, all exposures will 
have a different exposure time as well, there will be 30 s 
between the starts of consecutive exposures, and the camera 
is set to a 2×2 binning mode.
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4.3  Take a light curve series of an object

{
.
.
.
”00127”: {

” o b j e c t ” : ”123ABC” ,
” s e r i e s ” : ”0001” ,
” t r ack ing mode ” : ” ephemer i s ” ,
” e p h em e r i d e s f i l e ” : ”123ABC. eph ” ,
” s e n s o r ” : {

”SMART−03−A−ELSA” : {
” s e t t i n g s ” : ” L i g h t c u r v e ” ,
” e x p o s u r e t im e s e c ” : 0 . 1 ,
” du r a t i o n ” : 120 ,
” l o w e r l e f t ” : [ 1848 , 1848 ] ,
” r e g i o n ” : [ 400 , 400 ]

}
}

} ,
.
.
.

}

Listing 3  Example schedule file containing a series of light curve observations as the 127th task

Listing 3 shows an example for a task commanding SMART-
ies to take a series of exposures in light curve mode. In this 
example, the mount performs ephemeris tracking according to 
a user-provided file containing the object’s ephemerides. The 
exposure times for all exposures are set to 0.1 s and SMARTies 
will take as many consecutive exposures as possible for a dura-
tion of 120 s . Also, only a 400×400 pixel sub-frame will be 
used, which has coordinates (x, y) = (1848, 1848) at its lower 
left corner. Using a sub-frame instead of the full frame speeds 
up the read-out process significantly and is therefore common 
practice for light curve observations of RSOs.

5  Summary and outlook

In order to fulfil all our needs and use cases for operating our 
telescope stations within SMARTnet, we have developed and 
implemented SMARTies. In particular, this software system 
allows for fully automated control of remote multi-sensor tel-
escope stations while offering a high degree of flexibility.

After the completion of the initial code development phase 
and several months of rigorous testing and debugging under 
real-life conditions with the telescope station hardware installed 
at Zimmerwald Observatory, Switzerland, SMARTies has been 
in continual use successfully at our telescope station SMART-
03-ELSA at El Sauce Observatory, Chile, since March 2024. 
Having performed many thousands of observations with 

SMARTies in different observing modes by now, we are very 
pleased with its performance and usability, allowing us both, to 
obtain standard observations in care-free automatic mode, as 
well as to perform special observations with a high degree of 
flexibility. Furthermore, the strict and fastidious error handling 
and logging has proven extremely valuable for code maintain-
ability and improvement whenever non-critical errors have 
occurred. Yet, perhaps the most outstanding property might 
be its code stability, as SMARTies has not crashed once. One 
of the lessons learnt is the fact that despite using an external 
syntax checker for the schedule files, it is still possible, albeit 
unlikely, for SMARTies to get stuck if a user provides certain 
nonsensical settings in and/or combinations of the tasks in the 
schedule file. Users should thus be extra careful when creating 
their schedule files.

In the near future, we envision a number of enhancements 
to the functionality of SMARTies. In addition to measuring 
the on-sky positions of RSOs, we want to obtain photometric 
measurements to study their brightness variations. By analys-
ing these brightness variations as a function of time, i.e., the 
objects’ light curves, information about their rotational periods 
and axes can be revealed. This is also an important precursor 
activity for future active debris removal missions. For this pur-
pose, we acquired an FLI Kepler KL4040 sCMOS camera, for 
which we have also developed a device controller, while our 
existing telescope stations are all equipped with FLI PL16803 
CCD cameras. We plan to install the new sCMOS camera at 
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SMART-03-ELSA in the near future, so that we can obtain and 
analyse light curves of RSOs in the near future. Besides, any 
future telescope stations operated by GSOC will feature sCMOS 
cameras.

Furthermore, work has already commenced on designing and 
implementing a graphical user interface (GUI). While a GUI is 
not needed when SMARTies is run in fully automated mode, an 
interactive manual observing mode shall be possible, providing 
a high degree of convenience and flexibility.

In order to increase observing efficiency and minimize dead 
time, we are also working on an optimized workflow using asyn-
chronous commands that do not block each other while being 
executed. For example, there is no need to wait for the camera 
to finish reading out an image, which can take minutes for large 
CCD cameras, before slewing the telescope to the next desired 
position.

Another future functionality of SMARTies will help to 
maximize the efficacy and thus unleash the full potential of 
multi-sensor telescope stations by operating all telescopes 
and/or sensors simultaneously, which may or may not be 
done in a synchronized way. For example, with two or more 
telescopes installed on the same mount, one sensor could 
conduct wide-field survey observations measurements, while 
another sensor could perform high-cadence measurements 
of a single target in the field of view for light curve analyses.

As mentioned above, the first telescope station to be operated 
using SMARTies is GSOC’s third SMARTnet station SMART-
03-ELSA, which was installed and commissioned in Chile in 
early 2024. In the future, we successively plan to switch over our 
other telescope stations in South Africa and Australia to running 
with SMARTies as well. Any future SMARTnet stations will 
also be using SMARTies.

Please note that this work describes the current version of 
SMARTies, and while the overall design and core functionalities 
will likely not change much, we expect that some implemen-
tation details or minor structural changes will occur in future 
versions.
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